Display a Heroes List

In this page, you'll expand the Tour of Heroes app to display a list of heroes, and allow users to select a hero and display the hero's details.

Create mock heroes

You'll need some heroes to display.

Eventually you'll get them from a remote data server. For now, you'll create some *mock heroes* and pretend they came from the server.

Create a file called mock-heroes.ts in the src/app/ folder. Define a HEROES constant as an array of ten heroes and export it. The file should look like this.

src/app/mock-heroes.ts

content\_copyimport { Hero } from './hero';

export const HEROES: Hero[] = [

{ id: 11, name: 'Mr. Nice' },

{ id: 12, name: 'Narco' },

{ id: 13, name: 'Bombasto' },

{ id: 14, name: 'Celeritas' },

{ id: 15, name: 'Magneta' },

{ id: 16, name: 'RubberMan' },

{ id: 17, name: 'Dynama' },

{ id: 18, name: 'Dr IQ' },

{ id: 19, name: 'Magma' },

{ id: 20, name: 'Tornado' }

];

Displaying heroes

You're about to display the list of heroes at the top of the HeroesComponent.

Open the HeroesComponent class file and import the mock HEROES.

src/app/heroes/heroes.component.ts (import HEROES)

content\_copyimport { HEROES } from '../mock-heroes';

Add a heroes property to the class that exposes these heroes for binding.

content\_copyheroes = HEROES;

List heroes with *\*ngFor*

Open the HeroesComponent template file and make the following changes:

* Add an <h2> at the top,
* Below it add an HTML unordered list (<ul>)
* Insert an <li> within the <ul> that displays properties of a hero.
* Sprinkle some CSS classes for styling (you'll add the CSS styles shortly).

Make it look like this:

heroes.component.html (heroes template)

content\_copy<h2>My Heroes</h2>

<ul class="heroes">

<li>

<span class="badge">{{hero.id}}</span> {{hero.name}}

</li>

</ul>

Now change the <li> to this:

content\_copy<li \*ngFor="let hero of heroes">

The \*ngFor is Angular's *repeater* directive. It repeats the host element for each element in a list.

In this example

* <li> is the host element
* heroes is the list from the HeroesComponent class.
* hero holds the current hero object for each iteration through the list.

Don't forget the asterisk (\*) in front of ngFor. It's a critical part of the syntax.

After the browser refreshes, the list of heroes appears.

Style the heroes

The heroes list should be attractive and should respond visually when users hover over and select a hero from the list.

In the first tutorial, you set the basic styles for the entire application in styles.css. That stylesheet didn't include styles for this list of heroes.

You could add more styles to styles.css and keep growing that stylesheet as you add components.

You may prefer instead to define private styles for a specific component and keep everything a component needs— the code, the HTML, and the CSS —together in one place.

This approach makes it easier to re-use the component somewhere else and deliver the component's intended appearance even if the global styles are different.

You define private styles either inline in the @Component.styles array or as stylesheet file(s) identified in the @Component.styleUrlsarray.

When the CLI generated the HeroesComponent, it created an empty heroes.component.css stylesheet for the HeroesComponent and pointed to it in @Component.styleUrls like this.

src/app/heroes/heroes.component.ts (@Component)

content\_copy@Component({

selector: 'app-heroes',

templateUrl: './heroes.component.html',

styleUrls: ['./heroes.component.css']

})

Open the heroes.component.css file and paste in the private CSS styles for the HeroesComponent. You'll find them in the final code review at the bottom of this guide.

Styles and stylesheets identified in @Component metadata are scoped to that specific component. The heroes.component.css styles apply only to the HeroesComponent and don't affect the outer HTML or the HTML in any other component.

Master/Detail

When the user clicks a hero in the master list, the component should display the selected hero's details at the bottom of the page.

In this section, you'll listen for the hero item click event and update the hero detail.

Add a click event binding

Add a click event binding to the <li> like this:

heroes.component.html (template excerpt)

content\_copy<li \*ngFor="let hero of heroes" (click)="onSelect(hero)">

This is an example of Angular's event binding syntax.

The parentheses around click tell Angular to listen for the <li> element's click event. When the user clicks in the <li>, Angular executes the onSelect(hero) expression.

onSelect() is a HeroesComponent method that you're about to write. Angular calls it with the hero object displayed in the clicked <li>, the same hero defined previously in the \*ngFor expression.

Add the click event handler

Rename the component's hero property to selectedHero but don't assign it. There is no *selected hero* when the application starts.

Add the following onSelect() method, which assigns the clicked hero from the template to the component's selectedHero.

src/app/heroes/heroes.component.ts (onSelect)

content\_copyselectedHero: Hero;

onSelect(hero: Hero): void {

this.selectedHero = hero;

}

Update the details template

The template still refers to the component's old hero property which no longer exists. Rename hero to selectedHero.

heroes.component.html (selected hero details)

content\_copy<h2>{{ selectedHero.name | uppercase }} Details</h2>

<div><span>id: </span>{{selectedHero.id}}</div>

<div>

<label>name:

<input [(ngModel)]="selectedHero.name" placeholder="name">

</label>

</div>

Hide empty details with *\*ngIf*

After the browser refreshes, the application is broken.

Open the browser developer tools and look in the console for an error message like this:

content\_copyHeroesComponent.html:3 ERROR TypeError: Cannot read property 'name' of undefined

Now click one of the list items. The app seems to be working again. The heroes appear in a list and details about the clicked hero appear at the bottom of the page.

What happened?

When the app starts, the selectedHero is undefined *by design*.

Binding expressions in the template that refer to properties of selectedHero — expressions like {{selectedHero.name}} — *must fail*because there is no selected hero.

The fix

The component should only display the selected hero details if the selectedHero exists.

Wrap the hero detail HTML in a <div>. Add Angular's \*ngIf directive to the <div> and set it to selectedHero.

Don't forget the asterisk (\*) in front of ngIf. It's a critical part of the syntax.

src/app/heroes/heroes.component.html (\*ngIf)

content\_copy<div \*ngIf="selectedHero">

<h2>{{ selectedHero.name | uppercase }} Details</h2>

<div><span>id: </span>{{selectedHero.id}}</div>

<div>

<label>name:

<input [(ngModel)]="selectedHero.name" placeholder="name">

</label>

</div>

</div>

After the browser refreshes, the list of names reappears. The details area is blank. Click a hero and its details appear.

Why it works

When selectedHero is undefined, the ngIf removes the hero detail from the DOM. There are no selectedHero bindings to worry about.

When the user picks a hero, selectedHero has a value and ngIf puts the hero detail into the DOM.

Style the selected hero

It's difficult to identify the *selected hero* in the list when all <li> elements look alike.

If the user clicks "Magneta", that hero should render with a distinctive but subtle background color like this:

![Selected hero](data:image/png;base64,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)

That *selected hero* coloring is the work of the .selected CSS class in the styles you added earlier. You just have to apply the .selected class to the <li> when the user clicks it.

The Angular class binding makes it easy to add and remove a CSS class conditionally. Just add [class.some-css-class]="some-condition" to the element you want to style.

Add the following [class.selected] binding to the <li> in the HeroesComponent template:

heroes.component.html (toggle the 'selected' CSS class)

content\_copy[class.selected]="hero === selectedHero"

When the current row hero is the same as the selectedHero, Angular adds the selected CSS class. When the two heroes are different, Angular removes the class.

The finished <li> looks like this:

heroes.component.html (list item hero)

content\_copy<li \*ngFor="let hero of heroes"

[class.selected]="hero === selectedHero"

(click)="onSelect(hero)">

<span class="badge">{{hero.id}}</span> {{hero.name}}

</li>

Final code review

Here are the code files discussed on this page, including the HeroesComponent styles.

src/app/heroes/heroes.component.ts

src/app/heroes/heroes.component.html

src/app/heroes/heroes.component.css

content\_copy

1. import { Component, OnInit } from '@angular/core';
2. import { Hero } from '../hero';
3. import { HEROES } from '../mock-heroes';
5. @Component({
6. selector: 'app-heroes',
7. templateUrl: './heroes.component.html',
8. styleUrls: ['./heroes.component.css']
9. })
10. export class HeroesComponent implements OnInit {
12. heroes = HEROES;
14. selectedHero: Hero;

17. constructor() { }
19. ngOnInit() {
20. }
22. onSelect(hero: Hero): void {
23. this.selectedHero = hero;
24. }
25. }

Summary

* The Tour of Heroes app displays a list of heroes in a Master/Detail view.
* The user can select a hero and see that hero's details.
* You used \*ngFor to display a list.
* You used \*ngIf to conditionally include or exclude a block of HTML.
* You can toggle a CSS style class with a class binding.

# Master/Detail Components

At the moment, the HeroesComponent displays both the list of heroes and the selected hero's details.

Keeping all features in one component as the application grows will not be maintainable. You'll want to split up large components into smaller sub-components, each focused on a specific task or workflow.

In this page, you'll take the first step in that direction by moving the hero details into a separate, reusable HeroDetailsComponent.

The HeroesComponent will only present the list of heroes. The HeroDetailsComponent will present details of a selected hero.

## Make the HeroDetailComponent

Use the Angular CLI to generate a new component named hero-detail.

content\_copyng generate component hero-detail

The command scaffolds the HeroDetailComponent files and declares the component in AppModule.

### Write the template

Cut the HTML for the hero detail from the bottom of the HeroesComponent template and paste it over the generated boilerplate in the HeroDetailComponent template.

The pasted HTML refers to a selectedHero. The new HeroDetailComponent can present any hero, not just a selected hero. So replace "selectedHero" with "hero" everywhere in the template.

When you're done, the HeroDetailComponent template should look like this:

src/app/hero-detail/hero-detail.component.html

content\_copy<div \*ngIf="hero">

<h2>{{ hero.name | uppercase }} Details</h2>

<div><span>id: </span>{{hero.id}}</div>

<div>

<label>name:

<input [(ngModel)]="hero.name" placeholder="name"/>

</label>

</div>

</div>

### Add the @Input() hero property

The HeroDetailComponent template binds to the component's hero property which is of type Hero.

Open the HeroDetailComponent class file and import the Hero symbol.

src/app/hero-detail/hero-detail.component.ts (import Hero)

content\_copyimport { Hero } from '../hero';

The hero property must be an Input property, annotated with the @Input() decorator, because the external HeroesComponent will bind to it like this.

content\_copy<app-hero-detail [hero]="selectedHero"></app-hero-detail>

Amend the @angular/core import statement to include the Input symbol.

src/app/hero-detail/hero-detail.component.ts (import Input)

content\_copyimport { Component, OnInit, Input } from '@angular/core';

Add a hero property, preceded by the @Input() decorator.

content\_copy@Input() hero: Hero;

That's the only change you should make to the HeroDetailComponent class. There are no more properties. There's no presentation logic. This component simply receives a hero object through its hero property and displays it.

## Show the HeroDetailComponent

The HeroesComponent is still a master/detail view.

It used to display the hero details on its own, before you cut that portion of the template. Now it will delegate to the HeroDetailComponent.

The two components will have a parent/child relationship. The parent HeroesComponent will control the child HeroDetailComponent by sending it a new hero to display whenever the user selects a hero from the list.

You won't change the HeroesComponent class but you will change its template.

### Update the HeroesComponent template

The HeroDetailComponent selector is 'app-hero-detail'. Add an <app-hero-detail> element near the bottom of the HeroesComponent template, where the hero detail view used to be.

Bind the HeroesComponent.selectedHero to the element's hero property like this.

heroes.component.html (HeroDetail binding)

content\_copy<app-hero-detail [hero]="selectedHero"></app-hero-detail>

[hero]="selectedHero" is an Angular property binding.

It's a one way data binding from the selectedHero property of the HeroesComponent to the hero property of the target element, which maps to the hero property of the HeroDetailComponent.

Now when the user clicks a hero in the list, the selectedHero changes. When the selectedHero changes, the property binding updates hero and the HeroDetailComponent displays the new hero.

The revised HeroesComponent template should look like this:

heroes.component.html

content\_copy<h2>My Heroes</h2>

<ul class="heroes">

<li \*ngFor="let hero of heroes"

[class.selected]="hero === selectedHero"

(click)="onSelect(hero)">

<span class="badge">{{hero.id}}</span> {{hero.name}}

</li>

</ul>

<app-hero-detail [hero]="selectedHero"></app-hero-detail>

The browser refreshes and the app starts working again as it did before.

## What changed?

As before, whenever a user clicks on a hero name, the hero detail appears below the hero list. Now the HeroDetailComponent is presenting those details instead of the HeroesComponent.

Refactoring the original HeroesComponent into two components yields benefits, both now and in the future:

1. You simplified the HeroesComponent by reducing its responsibilities.
2. You can evolve the HeroDetailComponent into a rich hero editor without touching the parent HeroesComponent.
3. You can evolve the HeroesComponent without touching the hero detail view.
4. You can re-use the HeroDetailComponent in the template of some future component.

## Final code review

Here are the code files discussed on this page and your app should look like this live example / download example.

src/app/hero-detail/hero-detail.component.ts

src/app/hero-detail/hero-detail.component.html

src/app/heroes/heroes.component.html

content\_copy

1. import { Component, OnInit, Input } from '@angular/core';
2. import { Hero } from '../hero';
4. @Component({
5. selector: 'app-hero-detail',
6. templateUrl: './hero-detail.component.html',
7. styleUrls: ['./hero-detail.component.css']
8. })
9. export class HeroDetailComponent implements OnInit {
10. @Input() hero: Hero;
12. constructor() { }
14. ngOnInit() {
15. }
17. }

## Summary

* You created a separate, reusable HeroDetailComponent.
* You used a property binding to give the parent HeroesComponent control over the child HeroDetailComponent.
* You used the @Input decorator to make the hero property available for binding by the external HeroesComponent.